**Experiment - 8**

Develop a script that uses MongoDB's aggregation framework to perform operations like grouping, filtering, and sorting. For instance, aggregate user data to find the average age of users in different cities.

**a) Programs: List the databases**

const { MongoClient } = require('mongodb');

async function main() {

const uri = "mongodb://localhost:27017/";

const client = new MongoClient(uri);

try {

// Connect to the MongoDB cluster

await client.connect();

// Make the appropriate DB calls

await listDatabases(client);

} catch (e) {

console.error(e);

} finally {

// Close the connection to the MongoDB cluster

await client.close();

}

}

main().catch(console.error);

async function listDatabases(client) {

databasesList = await client.db().admin().listDatabases();

console.log("Databases:");

databasesList.databases.forEach(db => console.log(` - ${db.name}`));

};

**Output:**

**![A black screen with white text
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**b) Program: To create database**

const {MongoClient} = require('mongodb');

async function main(){

const uri = "mongodb://localhost:27017/mydb";

const client = new MongoClient(uri);

try {

// Connect to the MongoDB cluster

await client.connect();

await createdb(client, "mydatabase");

} finally {

// Close the connection to the MongoDB cluster

await client.close();

}

}

main().catch(console.error);

async function createdb(client, dbname){

const dbobj = await client.db(dbname);

console.log("Database created");

console.log(dbobj);

}

**output:**

**![A black background with white text

Description automatically generated](data:image/png;base64,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)**

**c) Program: To create collection**

const {MongoClient} = require('mongodb');

async function main(){

const uri = "mongodb://localhost:27017/";

const client = new MongoClient(uri);

try {

// Connect to the MongoDB cluster

await client.connect();

await newcollection(client, "mydatabase");

} finally {

// Close the connection to the MongoDB cluster

await client.close();

}

}

main().catch(console.error);

async function newcollection (client, dbname){

const dbobj = await client.db(dbname);

const collection = await dbobj.createCollection("MyCollection");

console.log("Collection created");

console.log(collection);

}

**Output:**

![A close-up of a black background
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